Question 1. (10 points) What is printed by the following program?

```python
def recFn(myStr, index):
    print(index)
    if index >= len(myStr):
        return "WOW"
    else:
        return myStr[0] + recFn(myStr, index + 3) + myStr[index]

print("result =", recFn("abcdefghijkl", 3))
```

Output:

```
```

Question 2. a) (12 points) Write a recursive Python function to compute the following mathematical function, G(n):

\[ G(n) = n \text{ for all values of } n \leq 2 \text{ (e.g., } G(1) \text{ value is } 1) \]
\[ G(n) = G(n-3) + G(n-1) \text{ for all values of } n > 2. \]

def G(n):

b) (8 points) For the above recursive function G(n), complete the calling-tree for G(6).

c) (3 points) What is the value of G(6)?
d) (2 points) What is the maximum height of the run-time stack when calculating G(6) recursively?
def bubbleSort(myList):
    for lastUnsortedIndex in range(len(myList)-1,0,-1):
        alreadySorted = True
        for testIndex in range(lastUnsortedIndex):
            if myList[testIndex] > myList[testIndex+1]:
                temp = myList[testIndex]
                myList[testIndex] = myList[testIndex+1]
                myList[testIndex+1] = temp
                alreadySorted = False
        if alreadySorted:
            return

def insertionSort(myList):
    for firstUnsortedIndex in range(1,len(myList)):
        itemToInsert = myList[firstUnsortedIndex]
        testIndex = firstUnsortedIndex - 1
        while testIndex >= 0 and myList[testIndex] > itemToInsert:
            myList[testIndex+1] = myList[testIndex]
            testIndex = testIndex - 1
        myList[testIndex + 1] = itemToInsert

def selectionSort(aList):
    for lastUnsortedIndex in range(len(aList)-1, 0, -1):
        maxIndex = 0
        for testIndex in range(1, lastUnsortedIndex+1):
            if aList[testIndex] > aList[maxIndex]:
                maxIndex = testIndex
        # exchange the items at maxIndex and lastUnsortedIndex
        temp = aList[lastUnsortedIndex]
        aList[lastUnsortedIndex] = aList[maxIndex]
        aList[maxIndex] = temp

<table>
<thead>
<tr>
<th>Type of sorting algorithm</th>
<th>Initial Ordering of Items</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Descending</td>
</tr>
<tr>
<td>bubbleSort.py</td>
<td>24.5</td>
</tr>
<tr>
<td>insertionSort.py</td>
<td>14.2</td>
</tr>
<tr>
<td>selectionSort.py</td>
<td>7.3</td>
</tr>
</tbody>
</table>

a) Explain why bubbleSort on a descending list (24.5 s) takes longer than bubbleSort on a random list (16.5 s).

b) Explain why bubbleSort on a descending list (24.5 s) takes longer than insertionSort on a descending list (14.2 s).

c) Explain why insertionSort on a descending list (14.2 s) takes longer than selectionSort on a descending list (7.3 s).
Question 4. In class we developed the following selection sort code which sorts in ascending order (smallest to largest) and builds the sorted part on the right-hand side of the list, i.e.:

```python
def selectionSort(aList):
    for lastUnsortedIndex in range(len(aList)-1, 0, -1):
        maxIndex = 0
        for testIndex in range(1, lastUnsortedIndex+1):
            if aList[testIndex] > aList[maxIndex]:
                maxIndex = testIndex
        # exchange the items at maxIndex and lastUnsortedIndex
        temp = aList[lastUnsortedIndex]
        aList[lastUnsortedIndex] = aList[maxIndex]
        aList[maxIndex] = temp
```

(20 points) For this question write a variation of the above selection sort that:
- sorts in **descending order** (largest to smallest)
- builds the sorted part on the left-hand side of the list, i.e.,

```python
def selectionSortVariation(myList):
```

(20 points) For this question write a variation of the above selection sort that:
- sorts in **descending order** (largest to smallest)
- builds the sorted part on the left-hand side of the list, i.e.,
Question 5. Recall the quadratic rehashing strategy we discussed for open-address hashing:

<table>
<thead>
<tr>
<th>Strategy</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>quadratic probing</td>
<td>Check the square of the attempt-number away for an available slot, i.e.,</td>
</tr>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>
|              |  \[ \text{home address} + \left( (\text{rehash attempt \#})^2 + (\text{rehash attempt \#}) \right)/2 \] \% (hash table size), \underline{where the hash table size is a power of 2}. Integer division is used above \n
a) (8 points) Insert “Paul Gray” and then “Sarah Diesburg” using Linear (on left) and Quadratic (on right) probing.

b) (7 points) What is the purpose of requiring a hash table size that is a power of 2 when using quadratic probing?

Question 6. (15 points) Use the below diagram to \textit{explain} the worst-case big-oh notation of merge sort. Assume “n” items to sort.